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Summary

This research paper discusses the software development through agile approaches. In which we see that most of the time, agile approaches cannot use for all type of projects. But this paper is exploring the new ideas that how we can use the agile methodologies with the help of traditional approach and PSP/TSP/Software CMMI. So, the over all paper is giving the whole idea, that we can develop any type of software projects through the new agile methodology guidelines which we are describing here. As well as for solving this paper we adopted different ways in which we focused on literature study & also published research paper on agile methodology. In addition, we did this work on the base of hybrid ideology where we combined the best ways of different approaches and achieved our goals. Where we proved that by the combination of these approaches, we can manage our projects as well as team personals in the organization successfully. And this concept for team management comes from PSP/TSP and Software CMMI. The benefit for management of this is also to get our projects with agility and personnel’s training for project management.
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1 Introduction

Agile methods are particularly for teams in organization facing unpredictable or rapidly changing requirements. These Agile methods are known to have many problems like culture, people and communication [1]. Some may be at method level (life-cycle of agile methods) and others at the higher level like communication between people, controlling the project and quality of the project. The contradiction of any such nature breeds the idea of making the ideas of software unified process difficult to implement at project.

Software projects escalate in size out of proportion due to this circumstantial dilemma. This becomes much more troublesome when the software processes are not in order. Any method can go out of shape. Awkwardness of method carries all problems as a project of its own and the entire headache is real in the software. Many risks are there to culminate everything which is already there. All of the processes are not badly done but the whole project is there and suffering is too bad and this becomes a very dilemmatic and very dangerous for the whole lifespan of project. Some of the well known good companies are using the agile development methods are given below:

2) Marlow [http://www.marlow.com]
5) Tracor, Inc [http://www.tracor.com]
6) Center for Collaborative Manufacturing [http://www.techcollaborative.org]
7) E-systems [http://www.esystemsinc.com]

A web site Escrow.com analyzed the market which is using the agile development and they documented the results of their success with agile development methods which are given below in the table 1:

<table>
<thead>
<tr>
<th></th>
<th>Before Adopting Agile</th>
<th>After Adopting Agile</th>
<th>% Change</th>
</tr>
</thead>
<tbody>
<tr>
<td>Total Code Size</td>
<td>45,773</td>
<td>15,048</td>
<td>-67%</td>
</tr>
<tr>
<td>Average Methods Per Class</td>
<td>630</td>
<td>10.95</td>
<td>+73%</td>
</tr>
<tr>
<td>Average Lines Per Method</td>
<td>11.36</td>
<td>5.86</td>
<td>-48%</td>
</tr>
<tr>
<td>Average Cyclometric Complexity</td>
<td>3.44</td>
<td>1.56</td>
<td>-54%</td>
</tr>
</tbody>
</table>

Table 1: Showing the success in percentage with agile development methods [2].

Table 1: shows the software development percentages, before and after adopting agility. In which some of the companies adopted the agility and they got improvement in software development.
This paper is about a new idea in the software development by the combination or to suggest a ‘hybrid’ of existing agile methods which will be helpful for the every kind of software development through agile methodology. So, this paper is also discussing and focusing on the different problems of the agile methodologies and suggesting a new method.

We divided this paper into different sections in which the section 2 which is background and talking about the agile software development methods with management, XP/Scrum (Ref 2.1.1 and 2.1.2) and traditional approach(Ref 2.2) with their working as well as advantages/disadvantages. This section is also discussing on the methods from U.S software Engineering Institute where we explained about Team Software Process (TSP) / Personal Software Process (PSP) and Capability Maturity Model (CMMI) which they are offering in section 2.3.

Section 3 is about methodologies where we followed that which way we adopted for solving this paper.

Section 4 is about Implementation which divided into different subsections. Overall in this section we talked about how to make documentation with agility and what are the effective documentation hands off? Also there are some guidelines for effective documentation as well as about the management customers and the entire whole situation here. That how the different people are working in the agile environment? Also here is some concept of reusability in agile software development like components reusability for getting work as soon as possible. The strengths of agility shows the whole processes which we used and we got our results. In the end we derived some results about the XP/Scrum/Traditional approach with PSP/TSP/Software CMMI as well as agile development characteristics.

Section 5 we made results for satisfying our goal. And also we proved that software development for all small and large can be done by using the help of our proposed agile methodology.

Section 6, we conclude hybrid approach in which the concept of combination of different approaches used and also which can be used in all type of projects.

All this work done with the help of our adopted methodologies so if some one wants to do research in this area, the way of searching relevant material will come from the current researches which you can find from authorized organizations like IEEE standards or other European standards.

2 Background

In the February 2001, a group was tired with the existing heavy software methodologies met in Utah to find some common ground in alternate software development. After some conversations they came up on a new methodology and they said that we are uncovering better ways of developing software by doing it and helping others do it. And then they decided to explain the way which is given below [3]:

1) The Individuals and interactions over processes and tools
2) The working software over comprehensive documentation
3) The customer collaboration over contract negotiation
4) The Responding to change over following a plan

Before going in the detail of this research paper we should know about agile. And also about some common used agile methodologies in which most common are the extreme programming (XP) and Scrum as described in section 2.1.1 and 2.1.2. Basically the meaning of agile word is showing the fast means something we have to do but in a fast way. So, we have to plan this that how we can develop the software, speedily/agility. The above said four points are the cornerstone of all the
different Agile Software Development Methods and Management which is discussing in section 2.2 (given below).

2.1 The Agile Software Development Methods with Management

In the agile software development methods with management is also very important nowadays. And it's one of a growing number of alternatives to traditional, process-centric software management methods [9]. This is also focusing on people, results, with minimal methods and maximum collaboration. It is geared to the high speed and high change of today’s ebusiness projects. (Highsmith, 2000).

2.1.1 Extreme Programming

eXtreme Programming is an approach of agile methodologies for software management which takes a code-centric view of the activity [4]. XP offers several compelling features in which comprehensive unit tests, short release cycles, adding only what’s needed for the current task, collective code ownership, continual improvement and also the adding of features in the order of importance [5]. The development environment in an organization which uses XP is generally characterized by some procedures. Which are given below [5,6]:

1) Software should provide the list of features which was given by the customer.
2) Programmers should break the features into stand-alone tasks and after this estimate the work which is necessary to complete those tasks.
3) It is necessary that customer chooses the most important tasks that can be completed by the next release
4) The programmers can choose their tasks, and work in pairs for getting the required output.
5) Programmers write unit tests
6) Programmers add features to pass unit tests
7) Programmers fix features/tests as necessary, until all tests pass
8) Integrate the code which programmers can do like integration of the tasks and then the programmers can produce a released version
9) Customer runs acceptance tests and after this software version goes into production
10) Programmers update their estimates based on the amount of work they've done in release cycle

On the other hand there are some disadvantages which are given below:

1. Code rather than design-centered development. Design practices might not be serious for small programs, it can be disastrous [7] when programs are larger than a few thousand lines of code or the work involves more than a few people.
2. Lack of design documentation. Limits XP to small programs and makes it difficult to take advantage of reuse opportunities.
3. Lack of a quality plan: Where it has been found with the TSP that quality planning helps properly trained teams produce high-quality products [8], and it reduces test time by as much as 90%. XP does not explicitly plan, measure, or manage program quality.
4. The XP method provides essentially no data-gathering guidance.

2.1.2 Scrum

Another agile methodology is Scrum which is also a most popular method. Scrum is an iterative, incremental process for developing any product or managing any work. Scrum produces a
potentially shippable set of functionality at the end of each iteration. The attributes of the scrum
which are giving the idea about scrum are given below [3, 10]:

1) It’s an agile process to manage and control development work.
2) It’s a wrapper for existing engineering practices.
3) It’s a team-based approach to iteratively, incrementally develop systems and products when
requirements are rapidly changing
4) It’s a process that controls the confusion of conflicting interests and needs.
5) It’s a way to improve communications and maximize co-operation.
6) It’s a way to detect and cause the removal of anything that gets in the way of developing and
delivering products.
7) It’s a way to maximize productivity.
8) It’s scalable from single projects to entire organizations. Scrum has controlled and organized
development and implementation for multiple interrelated products and projects with over a
thousand developers and implementers.
9) It’s a way for everyone to feel good about their job, their contributions, and that they have
done the very best they possibly could.

Naturally the scrum focuses on an entire organization on building successful products. Without
major changes, often within thirty days, teams are building useful, demonstrable product
functionality [3,10]. Scrum can be implemented at the beginning of a project or in the middle of a
project or product development effort that is in trouble [3, 1].

The scrum is the set of different interrelated practices and rules. And that optimizes the
development environment, reduce organizational overhead, and closely synchronize market
requirements with iterative prototypes. Based in modern process control theory, scrum causes the
best possible software to be constructed given the available resources, acceptable quality, and
required release dates. Useful product functionality is delivered every thirty days as requirements,
arquitecture, and design emerge, even when using unstable technologies [1, 12].

The Sprint Backlog is the list of tasks that the Scrum Team is committing that they will
complete in the current Sprint. Items on the Sprint Backlog are drawn from the Product Backlog
by the team based on the priorities set by the Product Owner and the team's perception of the
time it will take to complete the various features. It is critical that the team selects the items and
size of the Sprint Backlog. Because they are the ones committing to completing the tasks they
must be the ones to choose what they are committing to. The Sprint Backlog is very commonly
maintained as an Excel spreadsheet which is shown in below figure 1.

Scrum teams do not include any of the traditional software engineering roles such as
Programmer, Designer, Tester, or Architect. Everyone on the project works together to complete
the set of work they have collectively committed to complete within a sprint. Scrum teams develop
a deep form of camaraderie and a feeling that "we're all in this together." A typical Scrum team is
6-10 people but Jeff Sutherland has scaled Scrum up to over 800 people. The primary way of
scaling Scrum to work with large teams is to coordinate a "Scrum of Scrums" or "Meta-Scrum"
[10]. With this approach each Scrum team proceeds as normal but each team also contributes one
person who attends Scrum of Scrum meetings to coordinate the work of multiple Scrum teams.
These meetings are analogous to the Daily Scrum meeting but for do tend to happen weekly rather
than daily.

Over fifty organizations have successfully used Scrum in thousands of projects to manage and
control work, always with significant productivity improvements. Scrum wraps an organization's
existing engineering practices; they are improved as necessary while product increments are
delivered to the user or marketplace. As heard about Scrum, "oh, that's just my idea X by another
name". Except Scrum is spelled out as values, practices, and rules in a development framework
that can be quickly implemented and repeated. Scrum has been used to produce financial
In detail we already talk about the XP and Scrum in the above with the different market practices but about the implementation of XP, Scrum from the approaches of agile with the help of PSP/TSP with CMMI we can get the better way for finding the good results and make our new methodology.

So for getting the new ideology we should know about the PSP/TSP as compared to CMMI and also it’s necessary to know about the traditional methodology which is also called as Water Fall model. But this Waterfall/Traditional approach was our old ideology. And most of the projects were failed in this methodology [5]. The undetected errors may propagate up the hierarchy, affecting an increasing amount of the system state, and error recovery routines may therefore become more complex than the application software [11]. So, resultantly the errors in software methods are due to misconceptions of the designers and these are rectified in due process. If these errors remain in the methods then they are also in the higher project perspective. This phenomenon can be dangerous for the software and its lifetime extension and success alike.

Figure 1, explaining about implementation of scrum [1].

2.2 Traditional (Waterfall) Approach

In History, many organizations used Traditional or Waterfall Approach for the software development. The waterfall model is a software development model [4, 13] (a process for the creation) in which development is seen as flowing steadily downwards just like a waterfall, through the different phases which are given above in the figure 2. This above waterfall model is also having a major benefit that we can fix our program design on the early stages because otherwise its
hard to change after few weeks. Time spent early on the software production can lead to greater economy later on in the software life cycle [8,14,15]. But there is a big problem with this traditional approach if we want to make some changes, its mostly very hard. For example if the bug found in the early stages of production we can change in our development. But if we are in verification phase and we got some bug then we will go back in the design phase where first we will change design and then again come in the implementation. So, that’s why most of the projects were failed in the history because all the time/money means investment were wasted and those projects were overestimated.

Figure 2, shows the flow of waterfall model on different phase levels [13]

2.3 Methods from US Software Engineering Institute

The Carnegie Mellon Software Engineering Institute (SEI) is saying that they help organizations and individuals to improve their software engineering management practices [7]. The Carnegie Mellon institute is offering different levels of training in which the personal software development is one of the most effective methods to develop.

2.3.1 TSP

Team Software Process (TSP) is proven way to establish quality strategy [16]. This tells us how to measure and establish criteria to manage the quality of products and processes at team level.

Creation of reliable and consistent software needs more than just bunch of developers equipped with PSP. It requires a team effort such that the whole team is more than incoherent individuals trying to work their way. TSP aims at transforming a group into a team, into a unit that believes in common goal, risks and has consensus on all the contingencies, which may subsequently follow [16].

The TSP approach builds teams that work effectively and efficiently together so that they may achieve greater heights by being together [16]. In TSP enabled environment, goals are set and embraced by all team members as their own without feeling oppression.

2.3.2 PSP and its relationship to TSP

PSP helps Software Engineers to reduce errors at their personal level. PSP focuses on polishing personal skills and makes realistic predictions possible [16]. TSP goes one step further based upon the conquests of PSP and binds the whole team together such that everybody knows his role and
goal. The whole team sets goals and then strives for it with utmost commitment and coordination [16].

2.3.3 TSP and Software – Capability Maturity Model (SW-CMM/CMMI)

CMM/CMMI do not provide detail implementation of each process area of a project. It just focuses on the requirements to achieve a specific level. It encompasses some key requirements in the organization and project. Where, TSP provides detailed guideline of the practices that should be followed to satisfy the Key Process Area (KPA) requirements of a CMM/CMMI level [7, 16].

So, the personal software process is helpful for developer in this sense that he can make his accuracy, realistic estimates and then routinely produce on schedule, with reduced development time and significantly reduced numbers of defects in delivered code [16]. Same is the case of Team level and they are saying that the team software process (TSP) methodology builds on the foundations of the CMM and PSP to guide organizations in forming and managing high-performance integrated product teams and also the TSP provides guidance on launching, planning, managing, and reporting a team’s work [7, 16].

They are also providing some tools for different kind of purposes but the good thing in the institute is that they are willing to help those institutes who want to help in the field of software engineering.

These lifetimes of errors can be nullified by a thorough study and evaluation as proposed in this paper.

3 Methods / Materials

The paper is based on academic as well as well as industrial aspects in software development through agile methods. So the way which we choose for this topic is based on literature survey as well as on through web browsing/searching materials like research papers, tutorial, market news. And also the market analysis and requirements with the current position of agile methodologies are also important.

The literature study was done from the books, research paper of the people available in the university library and the material available on the websites etc to collect the subject related material. Also in the literature study for this topic, it was necessary to search the material from the conferences for agile methods which were held on different places. So, we followed the chain of references (found articles by following references found in other articles). As well as the discussion of different personnel’s and companies which are implementing and criticizing on these issues that what’s that best way for software development. The list of the references is given below in the references. The search engines utilized for this topic includes yahoo.com, google.com, answers.com, scirus.com etc.

We planned to take this as a literature study by using run time cases from the organizations. We sent so many emails to different software company’s personnel are who are already working in the era or experienced. And we have not got good response and guidance to accomplish our task. So it’s not necessary that we will get any good responses from different personnel’s because most of the people don’t want to response back in detail. Most of the results also came from the discussion of the conferences which were held in different timings in different places under some organizations. Most of my paper results are based on conferences and published papers.
4 Implementation

4.1 Current Status of Agile Development

Mostly, the problem with engineers is that change translates into disorder [17]. Especially when a single error can come with some possibility the entire system will be brought down. But, the change also translates into opportunity. It’s as simple if there is time to put a certain amount of functionality into the product easily. Because after that there is time to put in more functionality at the price of a certain amount of disruption and risk. Thus does stupidity steal into our projects but we will have a tendency to take on as much risk as we possibly can [17].

James Bach in “American Programmer” effectively sums up the current Software Management method. There is a constant need for delivering “more” in a given amount of time [17]. The other attributes of the current development environment can be described by the attributes which are given below [17]:

1) The availability of skilled professionals - the newer the technology, tools, methods, and domain, the smaller the pool of skilled professionals [17].
2) The stability of implementation technology - the newer the technology, the lower the stability and the greater the need to balance the technology with other technologies and manual procedures [17].
3) The stability and power of tools - the newer and more powerful the development tool, the smaller the pool of skilled professionals and the more unstable the tool functionality [17].
4) The effectiveness of methods - what modeling, testing, version control, and design methods are going to be used, and how effective, efficient, and proven are they [17].
5) The domain expertise - are skilled professionals available in the various domains, including business and technology [17].

In the case of a normal and heavy weight software Management & development process, we should try to follow the different things in which meet with the customers, model the processes required for the custom coffee maker, get sign-off on the requirements to ensure that the customer does not change their minds, create a detailed project plan of the entire project, and assign resources to tasks, Project progresses like different individuals working on different pieces may contact customer with similar or different questions. So it’s difficult to assess overall status as plan is challenged with normal disruptions and surprises. So that’s why schedule the problems early are addressed by shortening future tasks, like testing, try to complete project like customer requests many modifications then project becomes a maintenance project rather than a development project [17].

4.2 The Source Code with Models, and Documents

In our literature survey we got some information which is relevant to the documentation within the limits of agility. So, let’s start with understanding the relationships between models, documents, source code, and documentation, something depicted in figure 3 [18]. From the AM’s point of view a document is any artifact external to source code whose purpose is to convey
information in a persistent manner [18]. This is different from the concept of a model, which is a generalization that describes one or more aspects of a problem or a potential solution addressing a problem. Some models will become documents or be included as a part of them, although many more will simply be discarded once they have fulfilled their purpose. Some models will be used to drive the development of source code, although some models may simply be used to drive the development of other models. Source code is a sequence of instructions, including the comments describing those instructions, for a computer system [18]. Although source code is clearly an abstraction, albeit a detailed one, within the scope of AM it will not be considered a model because I want to distinguish between the two concepts. Furthermore, for the sake of discussion the term documentation includes both documents and comments in source code [18].

![Diagram showing the relationship between models, documents, source code, and documentation](image)

Figure 3, the relationship between models, documents, source code, and documentation [18].

4.3 The Effective Documentation Handoffs

A documentation handoff occurs when one group or person provides documentation to another group or person. Agile developers desperately try to avoid documentation handoffs because they are not a very good way for people to communicate [18]. Unfortunately documentation handoffs are a reality in some situations – often your development team is so large it cannot be co-located, perhaps a subsystem is being created by another company (implying the need for a contract model), perhaps important project stakeholders are not readily available to your team, perhaps regulations within your industry or organization require the production of certain documents, or perhaps your team is made up of specialists instead of generalizing specialists. The following strategies can help to increase the effectiveness of documentation handoffs [18):

1. Avoid documentation handoffs. As you migrate to an agile software development process you will constantly run into people who are not as agile, people who see nothing wrong with documentation handoffs. Point out that there are better ways to communicate – face-to-face conversations, video conferencing, telephone conferencing – that you should consider before writing documentation and whenever possible try to find a better way that fulfills your needs [18].
2. Support handoffs with other means of communication, if you can’t avoid providing documentation to someone else you should at least strive to support the handoff with face-to-face communication or other approaches. This may enable you to write less documentation, therefore allowing you to focus on other activities, and will help you to avoid some of the common disadvantages of documentation such as misunderstanding the material [18].

3. Avoid documentation handoffs. Chances are good that the people you are interacting with don’t like writing and receiving documentation either – at least it doesn’t hurt to ask.

4. Write agile documentation, In which we have some comments which are given below [18]:

   1. Focus on the customer and keep it just simple enough, but not too simple.
   2. The customer determines sufficiency
   3. Document with a purpose.
   4. Prefer communication over documentation.
   5. Put the documentation in the most appropriate place.
   6. Wait for some results of the documentation.
   7. Display models publicly.
   8. Start with models you actually keep current.
   9. Require people to justify documentation requests.
   10. Write the fewest documents with least overlap, Get someone with writing experience.

4.4 The Agile Work Environment

Multiple layers of management that separate people from information, customers, and the ability to make knowledgeable decisions won’t work in future agile. Neither will people who want to do one job, make limited decisions, take no risks, and pass each challenge to their supervisor. As a manager in the desired environment, every time you make a decision that could be made by the individual who has the knowledge, the proximity to the situation, and the need, you deprive that person of the opportunity to grow. Direction and focus, in this environment, is provided by leaders who drive and communicate the organization’s strategic vision throughout the workplace, daily, incessantly, and consistently. People internalize this vision and perform their work to maximize its attainment. Furthermore, if you are still focused on meeting customer needs by providing a quality product, on time, that meets requirements, for a price your customer is willing to pay, you are lagging behind the learning curve. According to Daryl R. Conner, CEO of ODR, Inc., “the defining moment for customer service will be not when established needs are expressed, but will be when the unexpected requirement materializes over night” [1,17]. Conner cites three critical characteristics of the nimble organization. These organizations:

1) Hire only the agile. Conner believes that who is on your team is more important than how the team is structured or its assignment. “When staffing your organization for nimbleness,” he says, “80 percent of your resources should be directed toward hiring people already prone towards the desired attributes, and then training and coaching them to expand their capabilities even more. No more than 20 percent of your resources should be allocated to assisting those who say they are willing to work against their own instincts and biases and try to develop completely new propensities” to become nimble and resilient.

2) Understand the interaction of control and resilience. When change is introduced, it is typically better handled by resilient people. It is better integrated by people who are used to constant change and who are not taken by surprise by the announcement or request.

3) Build a core competency around handling ambiguity. People who handle change most effectively recognize that change can be scary, perhaps unpleasant, and that it always requires
something different from them. Despite this, they continue to rise to the occasion and effectively perform their job responsibilities.

Generally, in the practice the ideas are coming from the real time projects and the market situation also. I immensely like the short development cycles prescribed in all of the agile development methods. This is very practical and is true in many organizations. I have also observed in my professional experience in the software industry that having short development cycles of 15 days to one month, and going for a review of the entire project after that really is very pragmatic.

Now for the darker side of agile development methods, Agile development methods place too much premium on people. It expects highly motivated people. It also expects colleagues to interact in a very close manner, everyday, without disagreement, emotions or bias. This will just not happen. It is very tough to work very closely with a group or people and get along with them. People will have disagreements everyday, which will affect the way in which future interactions with clients and fellow developers will be affected. If the heavy emphasis on people is not sorted out, Agile may end up being a very bold experiment.

Agile software development is a conceptual framework for undertaking software engineering projects. There are a number of agile software development methods, such as those espoused by The Agile Alliance, a non-profit organization [19]. This agile development is based upon agile methods which are implemented on process and project level. There are many contradictions to the agile methods in the approach and in execution. Agile methods are having some reputation if error prone due to their ad hoc nature and the approach of the agile methods. The main of agile methods is their potential scope of alleviating component-project instabilities and the ease of higher order transformation. If agile processes fail to meet the raison put off, then there is very little support for them to find and lend in the industry.

This requires a comprehensive approach to the management of variability that can be applied throughout the various lifecycle stages, their artefacts, and their accompanying notations in an universal manner. Moreover, in order to enable a smooth transition to product line development for an organization that so far only performed single system development, it is necessary to keep as many of the existing notations and approaches in place as possible [20].

## 4.4.1 Reusability in Agile Development

Component Based Development aims at constructing software through the integration of components by using interfaces and contracts among them. However, these components should be bound to a specific application domain in order to be effectively reused [21].

The needs of customers are now highly specific and rapidly changing, although they still want to have high-quality and low-cost products/services. The companies should respond to these new, rapid, continuous and predictable changes in environment and should provide a suitable product/service variety in order to survive and be competitive in the market [22].

Systematic Software Reuse (SSR) [23] is a software development methodology through which organizations identify common functionality among applications within a domain and build prefabricated software assets to plug and play in various custom solutions. Despite the hype and various prescriptive methods that detail the process of implementing SSR, very few organizations are able to materialize the promises set forth by the technology [24].

Agile manufacture based on dynamic alliance is coming into being so that enterprises can remain competitive in a constantly changing business environment and is becoming a main competitive paradigm in the international market. Agility, which has basically two meanings:
flexibility and reconfigurability, as become a very important characteristic of a modern manufacturing enterprise [25].

The main task of agile match design is to select the match elements and determine the position of these elements. The constraints in the agile fixture designing process include the constraints of the function and the constraints of the position of the elements [26].

There are many other ways of developing software. But the agile way is a more reactive than others. It responds to the changes. These are implemented in the method level and the incarnation takes it to another level. The whole project is reflecting the idea and gets disturbed with the developments at micro level and all the project benefits. Such laissez-faire approach helps the project at big level.

The agile software development always focuses on the client. It moves forward based on the client recommendations. All these areas of methods coincide with the culmination of these processes withstanding all the relevant issues of pertinent nature. The emerging of numerous different agile methods has exploded during the last years and is not showing any signs of ceasing. This has resulted in a situation where researchers and practitioners are not aware of the existing approaches or their suitability for varying real-life software development situations. As for researchers and method developers, the lack of unifying research hinders the ability to establish a reliable and cumulative research tradition [27].

Processes employed are in general ad hoc although some organisations are starting to look into the use of agile methods [28].

4.5 Strength of Agility

Agile methods are not very useful if used alone but these can be good if used together with other methods and approaches. It is meant to be used in conjunction with other agile software processes such as Extreme Programming and Scrum Development Method, as well as “near-agile” instantiations of the Unified Process [29].

The goal of agile software development is to increase the ability to react and respond to changing business, customer and technological needs at all organizational levels. Agile software development methods are used in a hope of nearing toward this goal. While agility refers to nimbleness, a method aiding this process needs to be nimble as well. In other words, in order to increase the level of agility, the tools (i.e., agile software development methods) used in the development process need to be agile also, i.e. situation appropriate [30].

The development of an enhancement must be completed within a single release. Thus, enhancement allocation, which assigns enhancement work to a particular team, is a critical task whose success depends on the development teams’ expertise and capabilities [31] when the demand shifts, then all the elements of supply change too. This correlation of demand and supply are market forces of economy. The entire economic circle revolves around these things.

To cope with unpredictable demand and a wide variety of products, future production systems require agility. To realize manufacturing agility, the control system has to respond and adapt to variations in real-world, dynamic production environments [32, 33].

4.6 Other Methodologies of Software Development
Evolutionary or iterative development is also an aspect of agile approach. [Agile evolution, Shaw, Brock Source: Computer Bulletin, 2004]. This development comes very handy in numerous software projects of large scale. Another point of commonality for all agile methods is the recognition of software development as an empirical (or nonlinear) process. In engineering, processes are classified as defined or empirical.

A defined process is one that can be started and allowed to run to completion, producing the same results every time [34].

All this pressure involves the agile methods to cover hole. This makes these processes very stable and balanced. Today, competitive pressures require companies to be very fast in introducing new products, to have short production lead times to manufacture and deliver products to customers and to be permanently aligned with the market. Product life-cycles tend to shorten [35].

This situation can only be controlled with agile processes. A surprising number of developers view using agile processes as an attempt to micromanage [36]. Because approaches like Scrum and XP accelerate project cycles, developers typically interact with their managers more frequently but for shorter periods. In a plan-driven process, a manager might go a full week without talking with a particular developer, but daily contact is the norm in most agile processes [36]. All the things that humans make can have errors and software processes are just like that at all. Some of these processes are agile and some of the errors that are there are in the agile processes and methods and these can be corrected. These corrections are in many steps and these steps are intermediate stages of agile software processes. The amount and character of the risk-creating errors point to the importance of interventions that promote learning at the levels of the work team and the organization [37].

On the basis of Journals, discussions in seminars, research papers, market analysis of good companies and literature study we deduced some results which are the following but first we should know about the characteristics of agile development before going in the detail.

4.7 Our Derived Knowledge by XP, Scrum, Traditional Approach with PSP/TSP/CMMI and Agile Development Characteristics

Today’s time-sensitive business climate requires that we quickly accommodate requirements changes during development and, after development, be equally adept at delivering the upgrades caused by software’s rapid software evolution and the customer’s ever-increasing requirements. A dominant idea in agile development is that the team can be more effective in responding to change if it can reduce the cost of moving information between people, and reduce the elapsed time between making a decision to seeing the consequence of that decision, place people physically closer, replace documents with talking in person and at whiteboards, and Improver the team’s amicability-its sense of community and morale- so that people are more inclined to relay valuable information quickly, make user experts available to the team or, even better, part of the team and work incrementally.

This all above can be possible if we will use the Personal software process by giving some training in our software houses, for the employees. Because by these kind of training we can get the maximum output from our personnel’s. Due to these training, every personnel will be self driven and will be able to work in the Team level. As well as we will have their previous records regarding the progress that what kind of tasks they already done and how much time they consumed already in their previous tasks. So, we can easily estimate them that how much they will take time for next tasks and also PSP type of skills develop the reusability of components for their next task. By using the help of documentation from the traditional approach we can do our work very speedily and can get minimum errors with maximum surety. About the documentation within the limits of agility, we already described in the above sections 4.2 and 4.3. Where we learnt about that how we can adopt the agility in documentation.
5 Results

The agile methodologies offer down-to-earth approaches to software development that focus on simplifying and improving the software development process, making the customers, the developers and the final product the most important [38].

While creating new software, engineers require source code of previous projects. In keeping with agile principles, we are only concerned with source code reuse in our present work [39]. Therefore code reuse focus helps our software reuse aim. Aforementioned PSP/TSP technique is a software way of continuous improvement. The best architectures, requirements, and designs emerge from self-organizing teams [40].

Agile Software developers are only human; humans make mistakes that result in defects that must be corrected [41]. As these error base on individuals so correction should be initiated by individuals. Agile methods have evolved as a bottom-up approach to software development [42]. So they prioritize putting the constituent parts of software right. Clearly, agile concepts will continue to migrate into traditional organizations (and vice versa) through planned [43]. Agile software methods should thus be adjusted according to the current status and adaptability strength of the organization. To fully benefit from agile practices, organizations must better define the interfaces between the agile team and its environment, thus avoiding the double work caused by the conflict between agile practices and traditional ones. [44]

6 Conclusion

Our original goal in this work has therefore been achieved. So, in conclusion the agile methods are light weight software methods. Agile development methods are very pragmatic in understanding the fact that requirement in a business environment changes constantly. Highly creative people who have understood the shortcomings of normal software management processes are using agile development methods in organizations. Many organizations all around the world are trying out the various available agile development methods. The advantages from the agile development we can get like shortened development cycle-time of 75%, higher stability of work-loads, higher utilization of work-load i.e. developing large-scale, software systems with a fixed number of developers, higher flexibility to change of Management & development plans, higher quality by earlier feedback from the customers. All the software methods using agile techniques have been improved and solution their problems diagnosed for improvement. My take on the tasks on hand were to devise these recommendations and solutions after pointing the potential pitfalls of this area. PSP and TSP if used with the traditional agile technology are the best combination in the software engineering. Scrum is also a very viable contender to be involved. We worked on this paper in deep but for future work if we will use the research papers which is available on the different site and especially given on IEEE site, then it can be more helpful for further situations in the software development as well as organizations much material regarding to current. For the better understanding that how it will work, see the figure 4 which is given below:
Figure 4, Model for new ideology by using some existing concepts.

Normally we have a lot of ways for software development but in each way we have some benefits as well as some drawbacks. Some times these drawbacks are making the hurdles for achieving our goals. So that’s why we researched on the different of software development. Where we studied that if we will combine them and first we will choose their benefits and then combine them. It’s the combination of different above said ways but mostly it can help for the best software development through agility because it’s not necessary that it will implement on every kind of project. By the combination we can say that we achieved our goal because we can do our any kind of software development through these agile methods which are trying to show in the above said figure 4. But for getting our goals successfully, if we will get the help of PSP/ TSP for training our staff, we can do software development through this method.

We already discussed in our above sections like background, implementation, results and the conclusion where we gave a lot of ideas and working scenarios in software development through agility. But in our proposed recommendations if we will consider large organization with the big teams then the scrum is good with the help of documentation and PSP/TSP trained personnel’s otherwise if we want to focus on only code of the software development then we will consider the XP with the help of traditional methods and PSP/TSP trained personals. So, we proposed the hybrid solution where we discussed about PSP/TSP for helping to XP & Scrum. But if we want to do development and major focusing on the coding then we will use XP and we can write the documentation through scrum. But for both we will use the well trained people with the help of PSP/TSP & for organization level software CMMI.

7 Future Work

Agile methods will be better as this work helps new agile methods. All the relevant fields of computers will also find information for the development and research purposes. Errors in the agile methods have been identified and the solutions been proposed. The laid down foundations in the agile approach create new basis of agile methods and diminishes chances of error prone aftermaths.

This paper is focusing on the new plan for agile methodologies to any organization, who want to play a vital role in the field of software development. And better security for the software
engineering field will be implemented and new rules will be introduced and implemented with the help of different software development methods with the help of agile methodology as well as any other organization who wants to make their own standards.
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